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Abstract: At present, with the development of technology, dynamic distributed system 

(DDS) have been widely developed in many fields, and the maintenance requirements of 

the system have also undergone great changes. There are still many places worth 

discussing about the redundant fault-tolerant mechanism for data loss., so this paper studies 

the DDS based on PCL soft redundancy. The research on DDS in this paper can be divided 

into three parts. First, it introduces the architecture of distributed system(DS), dynamic 

monitoring resources, and an overview of redundant fault-tolerant mechanisms, followed 

by the collection nodes and resource management of DS. Design, and finally analyze the 

node repair collection degree and download time. 

1. Introduction 

With the rapid development of mobile Internet technology and the widespread application of 

various mobile devices, data is growing rapidly. How to store these massive data is one of the 

challenges we face today [1]. With its own advantages, the DDS has gradually developed into the 

preferred storage system for various types of data storage today [2]. When the dynamic distributed 

storage system faces the loss of disk data, it is necessary to introduce a redundant fault-tolerant 

mechanism to ensure that the system can work normally [3]. In order to provide users with reliable 

file storage services, dynamic distributed storage systems need to adopt fault-tolerant technology to 

improve file availability [4-5]. 

At present, many experts and scholars have discussed and studied DDS and redundancy 

strategies, and have achieved good results. For example, researchers such as Aranda LA integrated 

the control of transport network with distributed edge and cloud resources to deploy dynamic and 

efficient IoT services in order to efficiently allocate IoT analytics and use network resources [6]. 

Scholars such as Omar H believe that distribution feeder reconfiguration is a mixed integer 
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nonlinear programming problem and is difficult to solve. It is necessary to use an appropriate 

optimization algorithm to converge to the global optimal value or find a value close to the global 

optimal value. are configured to extend the problem to multiple time intervals and various objective 

functions [7]. Researchers such as Kalra C proposed the approximate redundant fault tolerance 

technique, which uses approximate computing. By evaluating this technique, it was found that 

different applications with different approximate methods have large differences in execution time, 

memory footprint, and error detection ability [8]. At present, there are many researches on DDS and 

good research results have been achieved, but there are few researches on redundant and 

fault-tolerant mechanisms of DDS. Therefore, it is necessary to strengthen the research on 

redundant mechanisms in DDS. 

This paper designs and analyzes the DDS based on PCL soft redundancy. The structure of this 

paper can be divided into three parts. The first part is an introduction to the relevant theoretical 

knowledge. The working structure of the DS can be divided into resource allocation management 

and resource management visualization; the second part is the design of the DDS, and the data 

processing is realized by designing the collection nodes, etc. and resource management functions; 

the third part is to analyze the system implementation. 

2. Related Overview 

2.1. DS Architecture 

As a resource system, the management of resources is essential, which requires the resource 

allocation system to have certain fault tolerance, scalability and maintainability [9-10]. Lines of 

business access the resource allocation server and apply for resources to the system through the 

server [11-12]. As the main node of the resource management system, the resource server mainly 

completes two parts of work. 

(1) Allocation and management of resources 

The allocation and management of resources is developed using a distributed master-slave 

structure. The resource server acts as the master node and is responsible for the registration, 

downtime, and heartbeat detection of all slave nodes [13]. The servers in the computer rooms are 

mainly responsible for providing specific services for the business lines. After the business line 

applies for resources, the service is deployed to the server cluster to provide external services [14]. 

(2) Resource management visualization work 

The visualization of resource management is developed using the traditional MVC architecture. 

Since there are currently fewer resources, and the business line is relatively fixed, there is no large 

number of access requirements. Therefore, the overall MVC service is deployed in the same 

resource allocation server, which is responsible for the logic processing and visualization of the 

business. work [15]. 

2.2. Dynamic Monitoring of Resources 

The monitoring target of DDS is constantly changing. In order to adapt to this change, this 

paper involves the configuration description of monitoring target. It is completely possible to 

dynamically add new monitoring resources based on XML configuration. Through the description 

of the monitoring target resource and the analysis of the running state, it can be further abstracted. 

After the abstraction, it mainly includes elements: resources, indicators, states, thresholds, events 

and other elements [16]. The element event defines the action that needs to be triggered when the 
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resource switches from one state to another state, that is, the event plug-in corresponding to the 

action [17]. The dynamic monitoring object elements are shown in Figure 1. 
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Figure 1. Monitoring object element diagram 

2.3. Redundant Fault Tolerance Mechanism 

Before using the distributed file system for file storage, the user blocks the files on the client 

side, and then distributes the block files to different storage nodes [18]. In order to ensure data 

availability and improve the fault tolerance of the system, the distributed file system performs 

redundant backup for file data by designing a redundant storage algorithm. When data is 

unavailable, the system uses redundant backup files to restore data. The redundancy mechanism of 

distributed file storage system can be divided into structural fault tolerance mechanism and data 

fault tolerance mechanism. Compared with the continuous data block method, the discrete data 

block method has lower network overhead and computational overhead, and can improve the data 

reading efficiency. 

3. System Design 

3.1. Collection Node Design 

The indicator collection node undertakes the collection of the operating status information of 

the monitoring target, provides the system with the most basic and important monitoring data, and 

sends the collected data to the data aggregation processing through the agreed interface. The 

collection node must belong to a summary processing node. The collection node enables different 

operation indicator plug-ins according to the monitoring target type, so as to ensure the scalability 

of collection. The working mechanism of the collection node is shown in Figure 2. 
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Figure 2. Acquisition node flow chart 

The procedure of the collection node is to start the summary processing node first, and then 

start the collection node to obtain the type and configuration information of the monitoring target. 

Then the collection node loads the corresponding plug-in, and the plug-in collects the running 

indicators according to the monitoring list of the collection node. The collection plug-in returns the 

collected plug-in to the collection node, and the collection node sends it to the data aggregation 

processing unit through the agreed interface. 

3.2. Controller Design 

Considering that there are N dynamic monitoring resource event elements in a DDS, the 

equation of event plug-in i is formula (1): 

NirGqrKzrSdrd iiii ,...,1)()()()(  ，
             (1) 

In formula (1),di(r)∈R
n
 is the state of the event, and zi(r)∈R

m
 is the control input to be 

designed. S, K and G are system matrices with appropriate dimensions, qi(r)∈R
s
 represents external 

disturbance, and its equation is as follows: 

)()( rAqrq ii 
                         (2) 

where A∈R
S*S

 is a known constant matrix. 

Through the design of DDS resource controller, the problem of suppressing disturbed dynamic 

resources in DS is solved, and a new dynamic event triggering control scheme is completed at the 

same time. Compared with the existing triggering mechanism, the number of event triggering is 

reduced. 

3.3. Resource Management Design 

The resource management module is the core module of the system, mainly composed of four 

sub-modules: resource application module, IP pool management module, equipment procurement 
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pool management module and resource operation module. The overall structure is shown in Figure 

3. 

Resource management
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Figure 3. Overall structure of resource management 

Resource application, as the core part of resource management, completes the related work of 

various resource applications. The input data of this module is the application information filled in 

by the line-of-business users on the page, and the output data is the content of the line-of-business 

work order. The whole process involves three roles, namely the line of business, DBA, and DBA 

supervisor, of which the line of business is responsible for initiating application resources, DBA is 

responsible for the preliminary review of the application, and decides to pass the application, reject 

or submit the application to the superior according to the DBA's own authority, resource 

characteristics and application type. The DBA is responsible for high-level resource applications, 

mainly responsible for processing the applications submitted by the DBA, and decides to approve or 

reject the application according to the characteristics of the resource. 

4. System Implementation 

4.1. Node Repair Selectivity 

The node repair selectivity refers to the number of repair sets when a node fails, that is, the 

number of repair schemes. The number of node repair sets can affect the fault tolerance of the 

system. If a data storage node is lost, the number of repair sets of the FR code is mainly related to 

the repetition degree s and the node storage size g. If the repetition degree of the constructed FR 
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code is s=2, then there is only one accurate repair scheme when the node fails. If the repetition 

degree s of the constructed FR code is greater than 2, there are multiple options for repairing the 

faulty node, and they can be repaired from other s-1 surviving nodes. When the storage size of the 

FR is g, there are (s- 1) g repair sets. FIG. 4 is a graph showing the relationship between the number 

of repair sets and the repetition degree of the FR code, where g is equal to 3. It can be seen from 

Figure 4 that the repair selectivity increases with the increase of data block repetition. 

 

 

Figure 4. The relationship between repair selectivity and repeatability 

4.2. Download Time Analysis 

Table 1. Average timeline for different phases 

 
Continuous data chunking 

method 
Discrete Data Blocking Methods 

Data upload 32s 35s 
Data download 96s 99s 
Data recovery 52s 54s 

 

Table 1 shows the timetables spent on data uploading, data downloading and recovery for the 

continuous data block method and the data discrete data block method at different stages. The 

overall performance of the discrete data block method and the continuous data block method are 

compared. The experiment tests the speed of the two methods in data upload, download and 

recovery. Among them, data recovery refers to the efficiency measured when one data block fails. 

As can be seen from Table 1, in the case of no data block failure, since the discrete data block 

method can avoid the jump of the magnetic head during data reading and writing, and improve the 

throughput rate, the data of the discrete data block method The write rate and read rate are slightly 

higher than the continuous block method. In the case of data block failure, the read speed of the 

discrete data block method is still higher than that of the continuous block method. Therefore, 
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regardless of whether there are invalid data blocks, the efficiency of discrete data block method is 

higher than that of continuous block method. 

 

Figure 5. Download time comparison chart 

Figure 5 shows the change trend of data download time with the increase of the number of 

failed data blocks for different block methods. When the read file size is 1GB and the number of 

invalid data blocks changes from 0 to 4, the download time of the continuous block method is 

10.12s, 12.35s, 17.58s, 23.56s, 28.63s. The data download time of the discrete data block method is 

10.23s, 11.78s, 15.48s, 20.93s, 26.78s, respectively. It can be seen that with the increase of the 

number of invalid data blocks, the download speed of the discrete data block and continuous block 

methods both decrease, and the speed advantage of the discrete data block method is more and more 

obvious. For the same number of invalid data blocks, the download efficiency of discrete data block 

method is higher than that of continuous block method. This is because with the increase of the 

number of invalid data blocks, the amount of data that needs to be downloaded by the continuous 

data block method increases, resulting in a more significant rate drop. However, in the discrete data 

chunking method, the amount of data downloaded is basically equal to the amount of data requested, 

and the performance is degraded because the number of decoding increases. 

5. Conclusion 

This paper studies the DDS based on PCL soft redundancy technology. This paper first 

introduces the relevant overview, then the system design part, and finally the system 

implementation part. In the system implementation part, the repair selection is found by analyzing 

the node repair selectivity. The degree increases with the increase of the number of repair sets. By 

analyzing the data download time, it is found that the discrete data block method is faster than the 

continuous data block data download time, so the efficiency of the discrete data block method is 

higher than that of the continuous block method.. There are many deficiencies in the research of 
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DDS in this paper, which need to be improved, but it is worth to study the DDS based on PCL soft 

redundancy. 
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